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Abstract 

There are two faces of every coin, so is true for the web applications also. With the growing demand for online services web 

applications have become pervasive and with such exponential growth has increased the exploitation of the web application 

vulnerabilities also. JavaScript, which is the backbone in supporting a dynamic client side behavior, is often exploited for evil 

intentions. Malicious scripting code is injected into the application which are executed in the end user’s computer thereby 

revealing the confidential parameters and compromising the security of the application. Cross Site Scripting (XSS) is certainly 

standing quite ahead in the hierarchy of the most dangerous and frequently used tactics executed by the attackers. Several 

defensive mechanisms are employed to prevent XSS attacks and reinforce the applications against them, however the attackers 

also are quite innovative and come up with newer attacking mechanisms. In this paper we try to apply Static Analysis to identify 

the XSS exploits. Although static application security testing mechanism comprehensively covers the entire code and is  quite  

authentic in its vulnerability identification but, such good record is marred by a high number of false positives. Thus, we try to 

amalgamate static analysis and other algorithms to improve upon the cross-site scripting detection results. 
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Client-Side Scripting, Security Attack 

Introduction 

The internet and the smart devices have been a harbinger of a silent revolution. Web 

applications are so widely used now-a-days that one cannot think of any other platform to transfer data 

and execute services through the web. Think of an industry - Banking and Financial Services, Technology, 

Hospitality, Education, Media or any other, the heavy reliance on the web technology is very evident. 

With such widespread use of the web technology, it has become a very attractive hunting ground for the 

hackers. The web applications house a whole universe of information and this is what the hackers try to 

access and manipulate to derive financial gains [1]. 

Cross-Site Scripting (XSS) is an attack, where a hacker is able to execute a malicious JavaScript 

code to exploit the vulnerabilities of an application. This can be used to, e.g., elicit confidential 

information like security parameters or manipulate content impersonating the victim [2][3]. Cross Site 

Scripting is one of the most vulnerable loopholes exploited by the hackers as per recent research [4] [5] 

[6]. 

Related Work 

There has been a study on the threat perception of Persistent Client Side XSS caused by 

underestimating or overlooking the security of the storage at the client end. A taint analysis of the 
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malicious code execution flow from the cookies, which are the storage areas at the client end, to the 

sinks (JavaScript etc.) provides some insight into the problem [2]. So far cross site scripting is normally 

detected by studying the payload in a web request or a response, which is a single stage of a web 

transaction. However, J. Zhang et al. adopted a new approach of integrating evidences from a web 

request and its response to better classify XSS attacks [7]. Encoding the untrusted dynamic content is 

one of the best practices to prevent XSS vulnerabilities. In [8], the authors proposed a new approach 

that can fix common types of XSS exploits. In [9] the authors worked on summarizing the method of 

recognizing XSS based on the various machine learning algorithms and analysed their pros and cons. 

I.Tariq et al. have worked on Threat Intelligence to overcome XSS by Reinforcement Learning along with 

Genetic Algorithm [10]. Abikoye, O.C. et al. suggested curtailing the SQL injection and XSS attacks by 

devising a method for detecting and preventing these vulnerabilities using the Knuth-Morris-Pratt (KMP) 

string matching algorithm [11]. D. Zubarev et al.  presented a summarised view of the problems 

associated with the cross-site scripting (XSS) in the graphical content of web-based applications[12]. The 

researchers in [13] presented a concept called WebMTD, a dynamic target protection technique that 

foils different types of XSS attacks on Web applications. M.Elkhodr et al. analysed the traditional 

methods used in preventing cross-site scripting and then proposed a security framework to improve the 

security of web applications against web-scripting attacks [14]. F. Caturano et al. designed an intelligent 

agent called Suggester that provides audit assistants to penetration testers so that the attack methods 

are sharper, more pointed and precise[15]. 

Cross Site Scripting 

JavaScript is the main attack weapon in Cross Site Scripting attacks. The attacker injects 

JavaScript into the user’s browser so that he is able to gain unauthorized access to sensitive information. 

Although XSS attacks are initiated at the client side, but the exploitation of the vulnerabilities occurs on 

the web server. The malicious script injected by the attacker is camouflaged as a harmless feature on 

the application’s website thereby enabling the implementation of this harmful code within the website's 

trust field [16][17]. 

There was a common perception that Cross Site Scripting was of 3 types - Stored, Reflected, and 

DOM based, however in reality, there was a huge overlapping area that greyed out the clear distinction. 

Thus, starting about mid-2012, the research community proposed two broad classification of Cross Site 

Scripting - Server Side XSS and Client Side XSS. 

Server Side XSS happens when a malicious data is sent by the user as a part of an HTTP response 

sent by the server. The origin of this data could be either from a stored location or from a request. This 

is called Server Side 

XSS since the whole vulnerability is in the server-side code that sends the response to the 

browser and the browser innocently executes any valid script embedded in it. 

Example of Server Side XSS: 

Let's say a page outputs a variable directly from the database to an HTML page when generated: 
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<%=email %> 

If email is not HTML encoded, it could be exploited by a malicious user by entering the email as 

<script>sabotage Website();</script> 

This will call the sabotage Website() function on page load thereby bringing down the website. 

Another type of Cross Site Scripting, the Client Side XSS is predominant when a malicious input updates 

the Document Object Model with an exploitable JavaScript function call. The loading of a web page 

results in the creation of a Document Object Model of the page. JavaScript can add, change, and remove 

HTML elements, HTML attributes, CSS styles, and HTML events. Any JavaScript call could be vulnerable if 

it can be leveraged to inject valid JavaScript into the DOM. 

Figure 1: Flowchart of Client Side XSS 

 

 

 

 

 

Figure 2. Types of XSS 
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Xss Vulnerability Detection and Remediation 

Model Specification and Parameter Estimation in Fixed Effect Model 

Static Analysis: The static analysis approach analyses the complete source code of the 

application to scan for vulnerabilities. Although this approach is very reliable but it comes with a 

downside, that it identifies a high number of false positives [18]. Thus, once the vulnerabilities are 

identified the security testers and the developers have to slog again to confirm the findings of the static 

analysis approach and determine a remedial course of action [19]. 

Static analysis is somewhat analogous to a flow analysis problem, where it performs a dry run of 

the all the possible paths during the program execution. Thus, by injecting a corrupt value in this control 

flow graph and analysing its output can contribute in identifying the vulnerabilities. 

 

 

 

 

 

 

Figure 3: Static Analysis to Detect XSS 
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Dynamic Analysis: Dynamic Analysis is more like black box testing. This is the process in which 

malicious inputs are bombarded to the web application and the resultant output is scrutinized for 

detecting the vulnerabilities [20] [21]. 

Dynamic analysis tools come up with a fewer number of false positives compared to the static 

tools, however these tools do not guarantee the detection of every single vulnerability since it may not 

execute whole program path  thereby discovering vulnerabilities in only those paths which are covered 

in the course of the program execution [22] [23] 

Amalgamation with Other Algorithms 

Genetic Algorithm: Genetic Algorithm works on the concept of combining the best output to 

produce better results with every iteration and this iterative process stops when a stage is reached from 

where no further improvement in the result is possible [25] [26]. 

The GA procedure can be summed up as follows: 

1. A Sample population is randomly generated. 2.For every (PV) in Potential_Vulnerabilities 

a. While (PV) is not covered and the number of attempts is less than Maximum Number 

i. Select a subset of population, most probable to produce the final solution  

ii. Perform a crossover on the selected population to produce Offspring 

iii. Generate a random population by mutation 

 iv. Increment the number of attempts 
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b. End While 

End For 

Chromosomes: We represent the individual input values for the application under test as 

chromosomes. The HTML requests for the web application under test make up the required individuals 

by encoding them in the respective URL. 

Fitness Function: The fitness function measures the extent to which the chromosome is able to 

solve the issue under test [27]. Whenever an individual input goes into the application, it traverses 

various branches of the source code within that application. This measure of the number of branches 

traversed by the individual input is given by the fitness function. So, a higher fitness value is indicated if 

the input traverses 100% of the target branches in an exploitable path. So, if the input value covers all 

the branches of an exploitable path, then its coverage stands at 100% meaning a fitness value of 1, 

likewise, a 70% coverage of the exploitable path means a fitness value of 0.7. Hence, the fitness function 

is: 

F(x) = ((Covered_Path_Percentage_% + Difference) * XSS_Percentage_%)/100 

Covered_Path_Percentage_%: the proportion of the covered branches  

Difference: the difference of the covered and the target path 

XSS_Percentage_%: the percentage of the XSS patterns that is used to mark a test path by the 

Genetic Algorithm 

Scenario Setup: We worked on the configurable parameters supported by Genetic Algorithms 

like the probability of applying mutation and crossover to individuals. Since they may impact the 

performance greatly, it became incumbent to spot the appropriate parameter first and its general 

impact on the performance. This paved the way for generating security test cases. We used APhpKb, 

PhpPlanner, Yapig and Mantis application for our case study. 

Random Search Method: This is used more like a sanity check mechanism to gauge if the 

problem at hand is relatively simple and trivial approaches can be adopted to solve it. A randomly 

chosen set of input names are taken for the AUT to generate a random input value for each of those 

parameters. 

Genetic Algorithm: We have taken a population of 80 individuals and studied their evolution 

over 600 generations. We filtered the 10% best individuals alive in each generation. Although we aimed 

to study 600 generations but we also applied an additional stopping condition whenever no 

improvement could be made after 200 consecutive generations, since it actually meant that a threshold 

of the search space has been reached by the algorithm from where no improvement could be possible. 

Combined Strategy: Each of the above strategies had their own limitations and hence we 

worked upon combining these strategies to compensate for each other’s limitations. So, logic applied 

was that of alternately applying a strategy until it reached its local optimum and then switching to the 
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other strategy and continuing with it till this other strategy reached its local optimum threshold and 

then again switching to the previous strategy. The stopping parameter remained the same, that is, 

either the test cases evolution happened for more than 600 generations or no improvement could be 

found for 200 generations consecutively. 

Result Analysis 

How fast is Genetic Algorithm when compared to other strategies in generating the security test 

cases? The table below shows the time taken by each of the approaches in generating the test cases for 

each of the application. For each of these approaches the table depicts the following parameters: 

The number of test cases considered 

The mean time (in seconds) to generate those test cases 

Although the total number of test cases generated is quite high, but we have considered only 

one test case per vulnerability covered, for the purpose of analysis. 

Tabular Data Analysis 

APPLICATION RANDOM GENETIC SYMBOLIC COMBINATION 

 No. Mean No. of Test Mean No. of Test Mean No. of Test Mean 

of Time Cases Time Cases Time Cases Time 

Test        

Cases        

Yapig 2 87.5 2 1 10 40.6 14 64.4 

APhpKb 1 1 1 1 1 1 1 1 

PhpPlanner 3 53.7 3 0.7 3 0.7 3 1 

Mantis 5 42 5 1 5 1.2 5 1.2 
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Conclusions 

1. XSS vulnerability is by far one of the most exploited vulnerabilities applied by the hackers. 

This vulnerability leads to unauthorised access to user and site data and leading to extensive 

security violations and damages. Static code analysis is the most widely adopted technique to 

discover these vulnerabilities since such code analysis techniques aim to cover the entire code 

and the program flow. 

2. GA scouts each viable path looking for the XSS vulnerability thereby contributing to improving 

the results of static analysis. However, this approach has not been found very suitable for web 

applications comprising of thousands of lines of code as the execution is manual in nature. If 

the program code is small, around 30- 40 lines of code then this method can be reliable. 

3. This approach shows a glimmer of hope in reducing the high rate of false positives in static 

code analysis and encourages future researches to reduce it even further and strike an 

optimum balance. 
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